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# Functions

One of the things that separates beginners programmers from experienced software developers is the ability to write structured, maintainable code.

As the level of complexity of a game increases, its scripts will grow longer and harder to read. For larger projects, organising code is not an option: is a requirement.

One such way is to group pieces of code into containers called **functions**. In Unity, both Start and Update are functions.

|  |
| --- |
| **📖 Methods**  Generally speaking, when a function is nested inside a **class**, it is referred to as **method**. In the context of Unity programming, you will generally see the terms *function* and *method* being used interchangeably.  The term *method* is commonly used in the context of **object-oriented programming**, which is the paradigm chosen by both C# and Unity. |

Functions are typically needed when there is a specific piece of code that is repeated or reused many times. In that case, it is often convenient to move it into a function, so that it can be called easily in a single line of code.

## Inputs and Outputs

In order to operate, each function can take some **inputs** and can produce some **outputs**. When a function is declared, its name is preceded by the **return type**, which indicates what we expect the function to produce as a result of its computation. If a function is not expected to produce (technically speaking: *to return*) anything, its return type is void. Start and Update are both preceded by the keyword void, because they do not produce any output.

The inputs that a function can take are indicated in round brackets. C# syntax requires to indicate the type and a name that will be used for each parameter a function can take. For instance: int F (float a) is a function called F that takes a number (which is referred to as a) and is expected to return an integer.

A function can return the result of its computation using the keyword return. The following function, for instance, can be used to add two integer numbers together:

|  |
| --- |
| int Add (int a, int b)  {  return a + b;  } |

It can be executed like this:

|  |
| --- |
| int result = Add(5, 10);  Debug.Log(result); // prints 15 |

## Top-Down Approach

The best way to structure and write complex code is a controversial topic. There are many strategies, methods and approaches used in the industry that are supposed to help write better code.

One such approach is called **top-down**, and is designed to help to break down complex problems into simpler parts which can be solved easily. It also allows seeing a problem at various different **levels of abstraction**. A recipe, for instance, talks about ingredients and how to mix them. However, a complete description of a recipe for a robot would also require instructions at a much lower level, explaining how to cut vegetables step-by-step. Both levels of abstractions are equally important, but it is easier to talk about recipes in terms of ingredients, rather than hand movements.

The top-down approach aims to write code in a similar way. When we write code, we do it assuming we have all the functionalities we need available, aiming to make the overall code as compact and easy to read as possible.

|  |
| --- |
| **📖 Bottom-Up**  The opposite approach is called **bottom-up**. It aims to solve a problem by using very simple and generic modules that can be attached together.  Construction blocks like LEGO bricks, for instance, are a typical example of bottom-up design. Everything is built starting from the very same blocks, which are designed to be as general and multi-purpose as possible. |

Let’s imagine the Update method for a hypothetical *Super Mario* clone. We are interested in coding the movement behaviour. The top-down approach would look like this:

|  |
| --- |
| void Update ()  {  if ( **MoveKeyPressed()** )  {  **Move();**  }  if ( **JumpKeyPressed()** )  {  **Jump();**  }  } |

The code above has been written assuming the existence of methods like MoveKeyPressed and Move, which are not available in Unity. While this code alone does not compile, it provides a *high-level* description of our problem. The complexity of the implementation details (*moving* versus *how to move*) is hidden inside those methods.

In order to make the code compile, one needs to revisit all of them to repeat the process. For instance, JumpKeyPressed could simply return true when the space bar is pressed:

|  |
| --- |
| bool JumpKeyPressed ()  {  return Input.GetKeyDown(KeyCode.Space);  } |

Likewise, Jump could simply apply an *impulse* (an instantaneous *force*) to make the character move upward:

|  |
| --- |
| Void Jump ()  {  Rigidbody.AddForce(Vector2.up \* JumpForce, ForceMode2D.Impulse);  } |

In this simple example, both JumpKeyPressed and Jump are a single line of code each. However, Jump() is much easier to read and to understand compared to Rigidbody.AddForce(Vector2.up \* JumpForce, ForceMode2D.Impulse).

Mastering the top-down approach is tricky. It is important to try and keep the code as balanced as possible. The objective is to iterate on the problem in order to break it down into progressively smaller, low-level tasks that are easier to tackle.

# Finite State Machine

One of the most common ways to structure complex code is to rely on **finite state machines**. A finite state machine (*FSM*) is a diagram in which there are **states** (sometimes called *nodes*) and **transitions** which allow changing from a state to another.

Each state can have an *operation* that is performed while that state is active. And each transition is associated with a *condition* (which triggers the state change) and an action that is performed when the transition is used.

FSMs can be used to model virtually anything. The one below, for instance, explains the transition between *Small Mario* and *Super Mario*:
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Finite State Machines are often used in combination with a top-down approach to writing very complex code.

|  |
| --- |
| **💡 Implementing FSMs**  There are countless ways to implement finite state machines in your code. This tutorial is based on **switch statements**, although many implementations in C# rely on more advanced and flexible techniques such as **delegates**. |

## Modelling Game Logic with FSM

For the purpose of this tutorial, let’s imagine a simple *Crush the Castle* clone, in which the player can:

* Use the arrow keys to rotate a cannon
* Charge the projectile by pressing and holding down the space bar
* Fire the projectile by releasing the spacebar
* Wait for the projectile to reach a halt before being able to fire again

A possible FSM could be the following:
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Having a correct representation of the states and their transitions is essential before moving to the next step.

|  |
| --- |
| **⚠ Unity and FSM**  While designing a FSM, is important to keep in mind the architecture and limitation of the framework that is being used.  If you are developing a Unity game, for instance, collisions are usually detected in special methods such as OnCollisionEnter2D. If one of your transitions is based on such an event, the code for your FSM might have to be split across different methods, becoming much harder to understand. |

## Enums

Variables can hold many different **types** of data. For instance, float variables can store numbers, while bool ones can only store *boolean* values (either true or false). C# also allows creating special variables that can have only certain specific values. They are called **enums**, and are often used to represent the state of a game.

For instance, the following code creates a new type called GameState, which can have only three values: Ready, Charging and Waiting.

|  |
| --- |
| public enum **GameState**  {  Ready,  Charging,  Waiting  } |

Once declared, GameState can be used as a variable type, like float, int or bool:

|  |
| --- |
| public **GameState** State = GameState.Ready; |

Unity works very well with enums. In fact, any enum variable exposed in the inspector will appear as a drop-down menu.

![](data:image/png;base64,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)

|  |
| --- |
| **💡 Why enums?**  Enums do not really add anything new to the language. One could have simply used an integer variable to store the state of the game, assuming (for instance) Ready to be 0, Charging to be 1 and Waiting to be 2.  That is definitely possible, but the risk is that such a variable could potentially assume values that do not represent a valid state, like 3. Enums remove such a problem, ensuring the value can only have the designated values. |

## Switch Statement

Enums are designed to work together with another feature of C#: the **switch statement**. It is a way to write conditions based on the value of an enum.

To continue the example of the *Crush The Castle* game:

|  |
| --- |
| public GameState State = GameState.Ready;  void Update ()  {  **switch** (State)  {  **case** GameState.Ready:  ...  **break**;  **case** GameState.Charging:  ...  **break**;  **case** GameState.Waiting:  ...  **break**;  }  } |

Within the curly brackets of the switch statement, there is a **case statement** for each possible value of the State variable. The code is executed until the break keyword.

Everything that can be done with switch statements can actually be done with traditional if statements. For instance:

|  |  |
| --- | --- |
| public GameState State;  void Update ()  {  **switch** (State)  {  **case** GameState.Ready:  ...  **break**;  **case** GameState.Charging:  ...  **break**;  **case** GameState.Waiting:  ...  **break**;  }  } | public GameState State;  void Update ()  {  **if** (State == GameState.Ready)  {  ...  } **else**  **if** (State == GameState.Charging)  {  ...  } **else**  **if** (State == GameState.Waiting)  {  ...  }  } |

The advantage of preferring switches over ifs is not really *technical*, but *intentional*. Switch statements are usually used to highlight the intention of covering all possible states of an enum. C# will, in fact, raise an error if you are trying to have two cases over the same value. By comparison, you can indeed have multiple branches of an if statement with the same condition.

## Translating FSMs to C#

We now have all the necessary tools to translate a finite state machine into C# code. The idea is to use a switch statement to execute a different piece of code for each state. The transitions between states are implemented using if statements.

Since FSMs are used to represent game logic, they should refer to concepts that are connected to the logic of the game. This is done by using a top-down approach, grouping all low-level code into higher level abstractions.

The rules are simple:

* Create an enum to store the current state of the FSM
* Use a switch statement in Update
* Write the *instructions* to be executed in each state in a function (return type: void)
* Write the *condition* of each transition in a function (return type: bool)
* Write the instructions to be executed when a transition is triggered in a function (return type: void)
* Inside each case branch of the switch statement, add calls to the previously created functions and an if statement for each transition

The following piece of code shows a possible implementation of the FSM introduced before.

At this stage, we are only interested in capturing the logic of the game, not the details of its implementation. For this reason, we write the code assuming we have already a function for each *state*, *condition* and *transition*:

|  |  |
| --- | --- |
| public GameState State;  void Update ()  {  **switch** (State)  {  **case** GameState.Ready:  Aim();  if ( SpacePressed() )  {  StartCharging();  State = GameState.Charging;  }  **break**;  **case** GameState.Charging:  Charge();  if ( SpaceReleased() )  {  FireProjectile();  State = GameState.Waiting;  }  **break**;  **case** GameState.Waiting:  if ( ProjectileStopped() )  {  State = GameState.Ready;  }  **break**;  }  } | |

By using this approach, the code written maps *one to one* to the FSM.

The next step is to actually revisit those newly created functions, implementing them:

|  |  |
| --- | --- |
| // Rotates the cannon using the vertical axis (up/down keys)  **void Aim ()**  {  float v = Input.GetAxis("Vertical");  Cannon.Rotate(0, 0, v \* RotationSpeed \* Time.deltaTime);  }  // Return true when the spacebar is pressed  **bool SpacePressed ()**  {  return Input.GetKeyDown(KeyCode.Space);  }  // Charges the power of the projectile  // counting the time (in seconds) the spacebar was being pressed  **void Charge ()**  {  CurrentCharge += Time.deltaTime;  }  // Returns true when the spacebar is released  **bool SpaceReleased ()**  {  return Input.GetKeyUp(KeyCode.Space);  }  // Instantiate a new projectile where the cannon is,  // and launches the projectile based on the current charge  **void FireProjectile ()**  {  Projectile = Instantiate (ProjectilePrefab,  Cannon.position, Cannon.rotation);  Projectile.velocity = Projectile.right \* CurrentCharge;  }  // Returns true when the velocity of the Projectile is small enough  **bool ProjectileStopped ()**  {  return Projectile.velocity.magnitude < 0.05f;  } | |

# From the Asset Store

Finite State Machines are one of the most common tools used model and represent game logic. There are several professional assets available online that you can use in your future commercial games. These assets might allow you adding complex logic to your game, without having to write actual C# code.

Below you can find some of the most popular assets. Please, be aware that no assets are necessary for this module, but they could be a good starting point if you are planning to work on something more professional.

|  |
| --- |
| **💰 Behaviour Machine PRO**  There are many assets on the Unity Asset Store that can help you drawing state machines visually. The most popular is [Behaviour Machine PRO](https://assetstore.unity.com/packages/tools/visual-scripting/behaviour-machine-pro-16224?aid=1100l45Ay), which also converts the diagrams into code that is very easy to read. |

|  |
| --- |
| **💰 Bolt Visual Scripting**  One of the most versatile tools for visual scripting in Unity is [Bolt](https://assetstore.unity.com/packages/tools/visual-scripting/bolt-87491?aid=1100l45Ay). It allows creating not just the structure of a state machine, but also the code that runs inside it. |